Polymorphism in Java

**Polymorphism in Java** is a concept by which we can perform a *single action in different ways*. Polymorphism is derived from 2 Greek words: poly and morphs. The word "poly" means many and "morphs" means forms. So polymorphism means many forms.

There are two types of polymorphism in Java: compile-time polymorphism and runtime polymorphism. We can perform polymorphism in java by method overloading and method overriding.

If you overload a static method in Java, it is the example of compile time polymorphism. Here, we will focus on runtime polymorphism in java.

Runtime Polymorphism in Java

**Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.

Skip Ad

In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

Let's first understand the upcasting before Runtime Polymorphism.

Upcasting

If the reference variable of Parent class refers to the object of Child class, it is known as upcasting. For example:
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1. **class** A{}
2. **class** B **extends** A{}
3. A a=**new** B();//upcasting

For upcasting, we can use the reference variable of class type or an interface type. For Example:

1. **interface** I{}
2. **class** A{}
3. **class** B **extends** A **implements** I{}

Here, the relationship of B class would be:

B IS-A A

B IS-A I

B IS-A Object

Since Object is the root class of all classes in Java, so we can write B IS-A Object.

Example of Java Runtime Polymorphism

In this example, we are creating two classes Bike and Splendor. Splendor class extends Bike class and overrides its run() method. We are calling the run method by the reference variable of Parent class. Since it refers to the subclass object and subclass method overrides the Parent class method, the subclass method is invoked at runtime.

Since method invocation is determined by the JVM not compiler, it is known as runtime polymorphism.

1. **class** Bike{
2. **void** run(){System.out.println("running");}
3. }
4. **class** Splendor **extends** Bike{
5. **void** run(){System.out.println("running safely with 60km");}
7. **public** **static** **void** main(String args[]){
8. Bike b = **new** Splendor();//upcasting
9. b.run();
10. }
11. }

Output:

running safely with 60km.

Java Runtime Polymorphism Example: Bank

Consider a scenario where Bank is a class that provides a method to get the rate of interest. However, the rate of interest may differ according to banks. For example, SBI, ICICI, and AXIS banks are providing 8.4%, 7.3%, and 9.7% rate of interest.

![Java Runtime Polymorphism example of bank](data:image/png;base64,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)

Note: This example is also given in method overriding but there was no upcasting.

1. **class** Bank{
2. **float** getRateOfInterest(){**return** 0;}
3. }
4. **class** SBI **extends** Bank{
5. **float** getRateOfInterest(){**return** 8.4f;}
6. }
7. **class** ICICI **extends** Bank{
8. **float** getRateOfInterest(){**return** 7.3f;}
9. }
10. **class** AXIS **extends** Bank{
11. **float** getRateOfInterest(){**return** 9.7f;}
12. }
13. **class** TestPolymorphism{
14. **public** **static** **void** main(String args[]){
15. Bank b;
16. b=**new** SBI();
17. System.out.println("SBI Rate of Interest: "+b.getRateOfInterest());
18. b=**new** ICICI();
19. System.out.println("ICICI Rate of Interest: "+b.getRateOfInterest());
20. b=**new** AXIS();
21. System.out.println("AXIS Rate of Interest: "+b.getRateOfInterest());
22. }
23. }

Output:

SBI Rate of Interest: 8.4

ICICI Rate of Interest: 7.3

AXIS Rate of Interest: 9.7

Java Runtime Polymorphism Example: Shape

1. **class** Shape{
2. **void** draw(){System.out.println("drawing...");}
3. }
4. **class** Rectangle **extends** Shape{
5. **void** draw(){System.out.println("drawing rectangle...");}
6. }
7. **class** Circle **extends** Shape{
8. **void** draw(){System.out.println("drawing circle...");}
9. }
10. **class** Triangle **extends** Shape{
11. **void** draw(){System.out.println("drawing triangle...");}
12. }
13. **class** TestPolymorphism2{
14. **public** **static** **void** main(String args[]){
15. Shape s;
16. s=**new** Rectangle();
17. s.draw();
18. s=**new** Circle();
19. s.draw();
20. s=**new** Triangle();
21. s.draw();
22. }
23. }

Output:

drawing rectangle...

drawing circle...

drawing triangle...

Java Runtime Polymorphism Example: Animal

1. **class** Animal{
2. **void** eat(){System.out.println("eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating bread...");}
6. }
7. **class** Cat **extends** Animal{
8. **void** eat(){System.out.println("eating rat...");}
9. }
10. **class** Lion **extends** Animal{
11. **void** eat(){System.out.println("eating meat...");}
12. }
13. **class** TestPolymorphism3{
14. **public** **static** **void** main(String[] args){
15. Animal a;
16. a=**new** Dog();
17. a.eat();
18. a=**new** Cat();
19. a.eat();
20. a=**new** Lion();
21. a.eat();
22. }}

Output:

eating bread...

eating rat...

eating meat...

Java Runtime Polymorphism with Data Member

A method is overridden, not the data members, so runtime polymorphism can't be achieved by data members.

In the example given below, both the classes have a data member speedlimit. We are accessing the data member by the reference variable of Parent class which refers to the subclass object. Since we are accessing the data member which is not overridden, hence it will access the data member of the Parent class always.

Rule: Runtime polymorphism can't be achieved by data members.

1. **class** Bike{
2. **int** speedlimit=90;
3. }
4. **class** Honda3 **extends** Bike{
5. **int** speedlimit=150;
7. **public** **static** **void** main(String args[]){
8. Bike obj=**new** Honda3();
9. System.out.println(obj.speedlimit);//90
10. }

Output:

90

Java Runtime Polymorphism with Multilevel Inheritance

Let's see the simple example of Runtime Polymorphism with multilevel inheritance.

1. **class** Animal{
2. **void** eat(){System.out.println("eating");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("eating fruits");}
6. }
7. **class** BabyDog **extends** Dog{
8. **void** eat(){System.out.println("drinking milk");}
9. **public** **static** **void** main(String args[]){
10. Animal a1,a2,a3;
11. a1=**new** Animal();
12. a2=**new** Dog();
13. a3=**new** BabyDog();
14. a1.eat();
15. a2.eat();
16. a3.eat();
17. }
18. }

Output:

eating

eating fruits

drinking Milk

Try for Output

1. **class** Animal{
2. **void** eat(){System.out.println("animal is eating...");}
3. }
4. **class** Dog **extends** Animal{
5. **void** eat(){System.out.println("dog is eating...");}
6. }
7. **class** BabyDog1 **extends** Dog{
8. **public** **static** **void** main(String args[]){
9. Animal a=**new** BabyDog1();
10. a.eat();
11. }}

Output:

Dog is eating

Since, BabyDog is not overriding the eat() method, so eat() method of Dog class is invoked.